DevSecOps solution

In this project we will combine all of the knowledge you’ve learned to create a full automation and deployment for an app!

workplan:

# Dockerize the app -

* For the packages, use all the latest versions.
* Run the application and make sure everything is working.

Create requirements.txt with latest versions:

Django>=4.2

django-crispy-forms>=2.1

Pillow>=10.1.0

crispy-bootstrap4==2023.1

Create Dockerfile

FROM python:3.9.18-slim as builder

WORKDIR /app

COPY ./django\_web\_app/requirements.txt .

RUN pip install -r requirements.txt

FROM python:3.9.18-slim as run

COPY --from=builder /usr/local/lib/python3.9/site-packages /usr/local/lib/python3.9/site-packages

WORKDIR /django\_web\_app

COPY ./django\_web\_app .

RUN python manage.py makemigrations

RUN python manage.py migrate

ENTRYPOINT [ "python", "manage.py" , "runserver", "0.0.0.0:8000" ]

:

**First problem:**  Add to settings.py:

DEFAULT\_AUTO\_FIELD = 'django.db.models.AutoField'

<https://stackoverflow.com/questions/66971594/auto-create-primary-key-used-when-not-defining-a-primary-key-type-warning-in-dja>

Warning:

learning\_logs.Entry: (models.W042) Auto-created primary key used when not defining a primary key type, by default 'django.db.models.AutoField'.

HINT: Configure the DEFAULT\_AUTO\_FIELD setting or the LearningLogsConfig.default\_auto\_field attribute to point to a subclass of AutoField, e.g. 'django.db.models.BigAutoField'.
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**Second problem:**runserver on 0.0.0.0:8000 instead of localhost:8000 or 127.0.0.1:8000

<https://stackoverflow.com/questions/61863806/stuck-in-watching-for-file-changes-with-statreloader>
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**Third problem:** change base.html first line to {% load static %} instead of {% load staticfiles %}

<https://stackoverflow.com/questions/55929472/django-templatesyntaxerror-staticfiles-is-not-a-registered-tag-library>
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**Forth problem:** **Error:** form not working - You will need to pip install crispy-bootstrap4 and add crispy\_bootstrap4 to your list of INSTALLED\_APPS

<https://stackoverflow.com/questions/75495403/django-returns-templatedoesnotexist-when-using-crispy-forms>

40%

* Create init.sh and delete.sh for automation.
* Run the application with volume and make it persistent - check by signing up to the app, delete the container and then start the container and log in without signing up.

**Init.sh:**
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**delete.sh:**

![](data:image/png;base64,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)

# Deployment -

* Create an artifact repository called <your-name>-artifacts

and automate a deployment of the web app image to it.

Create a repo

configure docker

**deploy.sh:**

#!/bin/bash

deploy(){

VERSION=$1

# Error handling must get 2 inputs from user

if [ $# -lt 1 ]

then

echo "USAGE: $0 '<version>' "

exit 1

fi

docker build -t me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:$VERSION .

# Error handling: Checks if build is completed succefuly

if [ $? -eq 0 ]

then

echo

echo "Build Succeeded/Exists"

#gcloud auth configure-docker me-west1-docker.pkg.dev

docker push me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:$VERSION

else

echo "Error: Build failed, Fix Dockerfile and try again"

fi

}

deploy $1

* Deploy a zonal GKE **standart** cluster called <your-name>-cluster with the following specifications:
* IF NOT MENTIONED LEAVE AT DEFAULT

**Zone:** me-west1-a/b/c

**Node pool 1:**

1. name - devconnect-app
2. nodes - 1
3. machine type - e2-micro (2 vCPU, 1 core, 1 GB memory)
4. service account - assign DevOps-sa
5. boot disk - 12 gb.
6. node taints - NO\_EXECUTE, key=webapp, value=mywebapp.(read and understand taints)

* In a namespace called production, create 1 replica deployment to the app.

kubectl create namespace production

kubectl create deployment devconnect-app --image me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:1.0.0 --namespace production

* Add the appropriate tolerations to deployment.yaml file.

<https://kubernetes.io/docs/concepts/scheduling-eviction/taint-and-toleration/>

kubectl edit deployment/django-app

Add the following:  
 tolerations:

- effect: NoExecute

key: webapp

operator: Equal

value: mywebapp

* Expose it using load balancer service and access it through a browser.

kubectl expose deployment devconnect-app --type="LoadBalancer" --port=8000 --namespace=production

* Fix the bug and upload to the artifact repository a new version with the corrected bugfix.

kubectl edit deployment/devconnect-app & change version manually.

OR

kubectl set image deployment/devconnect-app app=me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:1.0.1 --namespace=production.

* Rollout the new version deployment.

**kubectl rollout status deployment/devconnect-app --namespace=production**

# CI/CD -

* Create a Compute engine instance with the following specs:

1. Name - <your-name>-jenkins.
2. Region - me-west1(Tel-Aviv){% load static %}
3. Machine type - e2-medium (2 vCPU, 1 core, 4 GB memory)
4. service account - assign DevOps-sa
5. boot disk - 20 gb.
6. FireWall - Allow HTTP traffic.
7. Automation - install docker engine.

**Docker automation:**

#!/bin/bash

sudo apt-get update -y

sudo apt-get install ca-certificates curl gnupg -y

sudo install -m 0755 -d /etc/apt/keyrings

curl -fsSL https://download.docker.com/linux/debian/gpg | sudo gpg --dearmor -o /etc/apt/keyrings/docker.gpg

sudo chmod a+r /etc/apt/keyrings/docker.gpg

echo \

"deb [arch="$(dpkg --print-architecture)" signed-by=/etc/apt/keyrings/docker.gpg] https://download.docker.com/linux/debian \

"$(. /etc/os-release && echo "$VERSION\_CODENAME")" stable" | \

sudo tee /etc/apt/sources.list.d/docker.list > /dev/null

sudo apt-get update -y

sudo apt-get install docker-ce docker-ce-cli containerd.io docker-buildx-plugin docker-compose-plugin -y

sudo groupadd docker

sudo usermod -aG docker $USER

newgrp docker

* Create a new local repository called jenkins\_lab and use it to create an automation deployment from your local laptop that builds your jenkins image from freestyle project, uploads it to the artifact registry and runs it inside the compute engine instance, make sure to run with volume for persistence.

ssh and configure docker on the machine:

gcloud auth configure-docker \

me-west1-docker.pkg.dev

**deploy.sh:**

#!/bin/bash

choice\_func(){

read -r -n 1 -p "Enter Y|y or N|n: " choice

while [[ $choice != 1 && $choice != 0 ]]

do

if [[ $choice == [Yy] ]]; then

choice=0

elif [[ $choice == [Nn] ]]; then

choice=1

else

echo "Invalid input, Try again."

fi

done

}

deploy(){

VERSION=$1

# Error handling must get 2 inputs from user

if [ $# -lt 1 ]

then

echo "USAGE: $0 '<version>' "

exit 1

fi

choice=0

# Tag & Build thin.dockerfile if not exists

if docker images -a | grep -E "^me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/jenkins:$VERSION$" &> /dev/null

then

echo "Image me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/jenkins:$VERSION already exists."

echo

echo "Use the existing image - [N|n] or rebuild and delete the existing one - [Y|y]"

choice\_func

fi

if [ $choice = 0 ]

then

docker rmi -f me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/jenkins:$VERSION

docker build -t me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/jenkins:$VERSION .

fi

# Error handling: Checks if build is completed succefuly

if [ $? -eq 0 ]

then

echo

echo "Build Succeeded/Exists"

echo "Push to GCR?"

choice\_func

if [ $choice = 0 ]

then

docker push me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/jenkins:$VERSION

fi

gcloud compute ssh --zone "me-west1-a" "test-jenkins" --project "devconnect-final-project" --command "docker run -p 8080:8080 -v jenkins\_home:/var/jenkins\_home -v /var/run/docker.sock:/var/run/docker.sock -d --name jenkins me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/jenkins:$VERSION"

else

echo "Error: Build failed, Fix Dockerfile and try again"

fi

}

deploy $1

**Dockerfile:**

FROM jenkins/jenkins:2.414.3-jdk17

USER root

RUN apt-get update && apt-get install -y ca-certificates curl gnupg

RUN install -m 0755 -d /etc/apt/keyrings

RUN curl -fsSL https://download.docker.com/linux/debian/gpg | gpg --dearmor -o /etc/apt/keyrings/docker.gpg

RUN chmod a+r /etc/apt/keyrings/docker.gpg

RUN echo \

"deb [arch="$(dpkg --print-architecture)" signed-by=/etc/apt/keyrings/docker.gpg] https://download.docker.com/linux/debian \

"$(. /etc/os-release && echo "$VERSION\_CODENAME")" stable" | \

tee /etc/apt/sources.list.d/docker.list > /dev/null

RUN apt-get update && apt-get install -y docker-ce-cli

RUN groupadd docker

RUN touch /var/run/docker.sock

RUN chmod 666 /var/run/docker.sock

RUN usermod -aG docker jenkins

# Downloading gcloud package

RUN curl -O https://dl.google.com/dl/cloudsdk/channels/rapid/downloads/google-cloud-cli-453.0.0-linux-x86\_64.tar.gz

RUN tar -xf google-cloud-cli-453.0.0-linux-x86\_64.tar.gz

RUN ./google-cloud-sdk/install.sh

RUN rm -rf google-cloud-cli-453.0.0-linux-x86\_64.tar.gz

USER jenkins

Make sure the container can use docker!

sudo chmod 666 /var/run/docker.sock

* Access jenkins through the web and configure it(Install suggested plugins, create user, etc…)

Create jenkins-github connection.

* Create a CI/CD pipeline(jenkinsfile) that do the following:
* Build is triggered by checking if change(push) has been made every 10 seconds.

poll scm \*/6 \* \* \* \*

* **BONUS:** Build is triggered everytime a commit is pushed.
* Build the application
* Test - run django tests and check for 200(OK) response when trying to access the app.

If build succeeded:

* Push the image new version to artifact registry repository(The version must be the commit message)
* **BONUS:** Deploy the updated app to production cluster

If build failed:

* print “the pipeline failed :(“.
* Always Clean up all resources and workspace when you're done.

**deploy.sh:**

#!/bin/bash

deploy(){

VERSION=$1

# Error handling must get 2 inputs from user

if [ $# -lt 1 ]

then

echo "USAGE: $0 '<version>' "

exit 1

fi

docker build -t me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:$VERSION .

# Error handling: Checks if build is completed succefuly

if [ $? -eq 0 ]

then

echo

echo "Build Succeeded/Exists"

source '/google-cloud-sdk/path.bash.inc'

source '/google-cloud-sdk/completion.bash.inc'

gcloud auth configure-docker me-west1-docker.pkg.dev

docker push me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:$VERSION

else

echo "Error: Build failed, Fix Dockerfile and try again"

fi

}

deploy $1

**JenkinsFile:**

pipeline {

agent any

stages {

stage('Build') {

steps {

sh 'chmod +x init.sh'

sh './init.sh'

}

}

stage('Test') {

steps {

sh 'docker exec app python manage.py test'

sh 'sleep 4'

sh "curl 10.208.0.7:8000"

sh 'status=$?'

echo '$status'

}

}

stage('Deploy') {

steps {

echo 'Deploying....'

}

}

}

post {

success {

sh 'version=$(git log -n 1 --format="%s" HEAD)'

sh 'echo $(git log -n 1 --format="%s" HEAD)'

sh 'chmod +x deploy.sh'

sh './deploy.sh $(git log -n 1 --format="%s" HEAD)'

sh 'rm -rf \*'

}

failure {

echo 'The Pipeline failed :('

sh 'rm -rf \*'

}

always {

sh 'echo build ended, deleting all resources...'

sh 'chmod +x ./delete.sh'

sh './delete.sh'

}

}

}

Gcloud solution:

<https://stackoverflow.com/questions/31037279/gcloud-command-not-found-while-installing-google-cloud-sdk>

# Scoring:

מחושב לפי -

**חלק ראשון - דוקריזציה - 45% מהציון הסופי**

6 שאלות בחלק זה, על כל שאלה ניתן ניקוד שווה → 100/6 = 16.6 נק׳ לכל סעיף

***( ז״א שאם ירד 50 אחוז על הסעיף = ירדו 8.35 נקודות < לדוגמה על גרסאות לא נכונות >) וזה מהווה 45% מהציון הסופי → 8.35\*0.45 = מכאן שירד בפועל 3.75 נק׳ )***

**חלק שני - דיפלויימנט - 45% מהציון הסופי**

7.7 נק׳ לכל סעיף → בפועל מהציון הסופי - 3.4 נק׳ לסעיף

ציון בוחן - 10% מהציון הסופי

ביצוע Ci/Cd - 5 נק׳ בונוס לציון הסופי

עריכת קובץ וסידורו - 5 נק׳ לציון הסופי

**סה״כ ניתן לקבל 10 נק׳ בונוס**

## Dockerization

| Dockerize the app | 1.1  Create Dockerfile - best practice | 1.2  Multistaging and Chaching - saved packages | 1.3  Create a new volume | 1.4  T-shoot - 4 problems | 1.5  **init.sh** and **delete.sh** automation | 1.6  App is running |
| --- | --- | --- | --- | --- | --- | --- |
|  | use : COPY ./django\_web\_app/requirements.txt .  RUN pip install -r requirements.txt  instead of just :  RUN pip install -r requirements.txt | FROM python:3.9.18-**slim** as run  and  COPY --from=builder /usr/local/lib/**python3.9**/site-packages /usr/local/lib/python3.9/site-packages | VOLUME ./db.sqlite3  docker run…  -v ./db.sqlite3:/db.sqlite3 | 1.4  Use latest version of Django (4.2), django-crispy-forms (2.1),pillow (10.1.0)  with Use | docker build  docker run  docker rm  docker rmi  ניתן להוסיף נקודות על Error checking | הוכחה להפעלת האפליקציה בצורה לוקאלית |

## Deployment

| Deployment | 2.1  Create an artifact repository called <your-name>-artifacts | 2.2  Automate a deployment of the web app image to it  ( [deploy.sh](http://deploy.sh/) ) | 2.2.1  Automate a deployment of the web app image to it  ( [deploy.sh](http://deploy.sh/) ) | 2.3  Deploy a zonal GKE standart cluster called <your-name>-cluster with the following specifications  ( deploy.sh ) | 2.3.1  Taints Explained | 2.4  In a namespace called production, create 1 replica deployment to the app. |
| --- | --- | --- | --- | --- | --- | --- |
|  | gcloud **auth configure-docker** me-west1-docker.pkg.de  gcloud **auth login** | docker **build** -t me-west1-docker.pkg.dev/devconnect-final-project/test-**artifacts/app**:$VERSION | docker **push** me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:$VERSION  else  echo "Error: Build failed, Fix Dockerfile and try again"  fi  }  deploy $1 | **Zone:** me-west1-a/b/c  **Node pool 1**:  **name** - devconnect-app  **nodes** - 1  **machine type** - e2-micro (2 vCPU, 1 core, 1 GB memory)  **service account** - assign DevOps-sa  **boot disk** - 12 gb.  **node taints** - NO\_EXECUTE, key=webapp, value=mywebapp | **Node taints** - NO\_EXECUTE, key=webapp, value=mywebapp.(read and understand taints) | kubectl create namespace production  kubectl create deployment devconnect-app --image me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:1.0.0 --namespace production |

| 2.5  Deploy 1 replica of the DevConnect app in this namespace by applying my deployment.yaml manifest to the production namespace | 2.6  Add the appropriate tolerations to deployment.yaml file. | 2.7  Expose it using load balancer service and access it through a browser. | 2.8  Apply the service | 2.9  Get service External IP | 2.a  Fix the bug and **upload** to the artifact repository a new version with the corrected bugfix. | 2.b  Rollout the new version deployment |
| --- | --- | --- | --- | --- | --- | --- |
| kubectl apply -f deployment.yaml | kubectl edit deployment/django-app  Add the following:  tolerations:  **- effect: NoExecute**  **key: webapp**  **operator: Equal**  **value: mywebapp** | kubectl **expose deployment devconnect-app --type="LoadBalancer" --port=8000 --namespace=production** | kubectl apply -f service.yaml | kubectl get all --namespace production | kubectl edit deployment/devconnect-app & change version manually.  OR  kubectl set image deployment/devconnect-app app=me-west1-docker.pkg.dev/devconnect-final-project/test-artifacts/app:1.0.1 --namespace=production. | kubectl rollout status deployment/devconnect-app --namespace=productionCI/CD - |

## CI/CD

| 3.1  Create a Compute engine instance with the following specs | 3.2  Docker automation for creating the vm | 3.3  Create a new local repository called jenkins\_lab | 3.4  deploy.sh | 3.5  Dockerfile - best practice | 3.6  Make sure the container can use docker |
| --- | --- | --- | --- | --- | --- |
| Name - <your-name>-jenkins.  Region - me-west1(Tel-Aviv){% load static %}  Machine type - e2-medium (2 vCPU, 1 core, 4 GB memory)  service account - assign DevOps-sa  boot disk - 20 gb.  FireWall - Allow HTTP traffic.  Automation - install docker engine.  יכול להתבצע גם דרך SDK | Use startup script for installing Docker on a Compute Engine instance:  #!/bin/bash  # Install Docker  apt-get update  apt-get -y install [docker.io](http://docker.io/) | gcloud auth configure-docker \  me-west1-docker.pkg.dev | choice\_func(){  read -r -n 1 -p "Enter Y|y or N|n: " choice  while [[ $choice != 1 && $choice != 0 ]]  do  if [[ $choice == [Yy] ]]; then  choice=0  elif [[ $choice == [Nn] ]]; then  choice=1  else  echo "Invalid input, Try again."  ......................... |  | Make sure the container can use docker:  sudo chmod 666 /var/run/docker.sock  now i have my Jenkins container running with cloud SDK and docker installed,  I accessed my Jenkins server from my browser and used the UI to configure Jenkins, including installing suggested plugins and creating a user |

| 3.7  Access jenkins through the web and configure it(Install suggested plugins, create user, etc…) | 3.7.1  SSH  or  Gcloud SDK | 3.8  **SCM Checkout**:  Build is triggered by checking if change(push) has been made every 10 seconds | 3.a  Test - run django tests and check for 200(OK) response when trying to access the app. | 3.b  Push the image new version to artifact registry repository(The version must be the commit message) | 3.c  Print “the pipeline failed :(“. |
| --- | --- | --- | --- | --- | --- |
| Create jenkins-github connection | create a connection to github repo using ssh.  Or using the gcloud sdk | add  poll scm \*/6 \* \* \* \*  in the pipeline configuration | Screenshot | Screenshot | יכולות להשתמש בקובץ הקיים - [deploy.sh](http://deploy.sh/) |

Rational Table:

| Subject | Objectives | Rational |
| --- | --- | --- |
| 1. Dockerization | Use latest version of Django (4.2), django-crispy-forms (2.1),pillow (10.1.0)  with Use |  |
| 1.1 Dockerfile | best practice  use : **COPY ./django\_web\_app/requirements.txt .**  **RUN pip install -r requirements.txt**  instead of just :  RUN pip install -r requirements.txt | **נכון:**להעתיק את קובץ requirements.txt בנפרד ואז לעשות pip install. **לא נכון:** להעתיק את כל האפליקציה(התיקייה) ואז לעשות pip install.  שכן אחרת- לא משתמשים ב Caching של דוקר ומורידים את החבילות בכל פעם מחדש במקום שע״י שימוש ב caching החבילות ישמרו מראש |
| 1.2 | Create multi-stage dockerfile  **FROM python:3.9.18-slim as run**  and  **COPY --from=builder /usr/local/lib/python3.9/site-packages /usr/local/lib/python3.9/site-packages**  using Python Slim OR alpine  Instead of using  **FROM python:latest** | **נכון:** להשתמש ב multi stage  **לא נכון:** לעשות את הכל בimage אחד.  **נכון:** להשתמש ב python slim עם מספר גרסה.  **לא נכון:** להשתמש רק ב python וגרסא latest.  מה יקרה אם נפתח את האפליקציה בעתיד? המון דברים לא יתמכו |
| 1.3 | create a new volume  VOLUME ./db.sqlite3  docker run…  -v ./db.sqlite3:/db.sqlite3 | ביצוע Mount רק לקובץ הספציפי db.sqlite 3 - הקובץ הבינארי בו יושב הדאטאבייס של האפליקציה.  תשובה מתקבלת אך מופחתת נקודות- העתקת האפליקציה - VOLUME /app |
| 1.4 T-shoot | סה״כ 4. תקלות להציג + פתרון. | הורדת נקודות על פחות מ 4 |
| 1.5 | init.sh and delete.sh automation | נכון:  docker build  docker run  docker rm  docker rmi  ניתן להוסיף נקודות על Error checking |
| 1.6 | צילום מסך להוכחת תקינות | הוכחה להפעלת האפליקציה בצורה לוקאלית |
| 2.Deployment | Deploy.sh   Build and push the Docker image:  Use $VERSION for push  use gcloud auth configure docker | חשוב מאוד- gcloud auth configure docker אחרת לא ניתן לבצע push ( מי שהצליחה, כנראה ביצעה בצורה ידנית או שזה כבר קונפג בעבר בפרויקט הקודם) - להוריד על זה המון נקודות |
| deploy cluster | Create a zonal GKE standard cluster |  |
| deploy cluster | Create a pool with the values according to the requirements |  |
| deploy cluster | Create a namespace for the application |  |
| YAML | Create a deployment.yaml file | הוכחה שעובד |
| Load balancer service create | Expose it using load balancer service and access it through a browser | יצירת Load balancer Service |
| תקלה יזומה - Taints | Error - website not accessible  **ERROR:“Does not have minimum availability”** | Taints - הסבר + הוכחה לפתרון |
| תקלה לאחר Taints | ALLOWED\_HOSTS = []  התיקון - best practice  Put the IP of the service you created  גם שינוי כלשהו - מזכה בנקודות | מאשרים את ההוסט לחשיפת האפליקציה, באם נשאר ריק - האפליקציה לא ״תעלה״ |
| Artifact Registry | Upload to the artifact repository a new version with the corrected bugfix. | use deploy.sh  use versioning and bugFixes  הורדת נקודות אם לא התבצעה העלאת באג פיקס |
| Rollout - בונוס | Rollout the new version deployment  באמצעות  kubectl rollout status deployment/devconnect-app --namespace=productionCI/CD - | מי שכן ביצעה, לתת נקודות נוספות  כיוון וגם פקודת kubectl set img עושה save ל-deployment |
| 3.1 Compute engine | Create instance docker installation automation. | startup script for installing Docker on a Compute Engine instance:  #!/bin/bash  # Install Docker  apt-get update  apt-get -y install docker.io  הסקריפט המלא נמצא ב תשובות בצבע אדום תחת Docker automation |
|  | create local folder named “ jenkins lab” |  |
| Jenkins image  בשלב זה יכולים לבצע כבר את השלבים שבהמשך: gcloud  Artifact registry - upload jenkins  Artifact registry - upload jenkins | Build jenkins image with docker cli installation on it. | docker cli installed in the dockerfile. |
| Pushing to Artifact registry | upload the new img to the artifact registry | deploy.sh in jenkins\_lab folder. |
| Compute engine | pull the jenkins img from artifact registry and deploy in the instance | Create a Jenkins instance  יכול להתבצע גם דרך SDK |
| Expose Jenkins | Finding the EXTERNAL IP and opening it in bowser | ניקוד נמוך - זניח |
| Docker in Docker | make sure you can run docker commands inside the jenkins container | בפועל מה שקורה:  docker cli installed on jenkins container and integrated with the instance’s docker demon through docker.sock file that mounted. |
| תקלה - Docker in docker | We will not succeed, so we will connect as ROOT and then change the permissions - change permissions to socket | נבצע שינוי הרשאות לקובץ -docker.sock file דרך root או דרך ההוסט ( נכון יותר דרך ההוסט |
| gcloud | Add a gcloud installation to the jenkins image(Dockerfile) | Edit the Dockerfile and add a gcloud installation. |
| Artifact registry - upload jenkins | Upload the new image to the artifact registry  use semantic versioning.  יכול להתבצע בפעם אחת על ידי התקנה על ההתחלה של SDK | push the new image use semVer  1.0.1 |
| Artifact registry - upload jenkins | deploy the new version on the compute engine instance. | run deploy.sh of the jenkins\_lab using the new version. |
| Create a CI/CD pipeline(jenkinsfile) | create a connection to github repo using ssh. | create jenkins credentials and ssh key in the jenkins container. |
| Pipeline | Build is triggered by checking if change(push) has been made every 10 seconds. | add  poll scm \*/6 \* \* \* \*  in the pipeline configuration |
| Pipeline BONUS | Build is triggered every time a commit is pushed. | בכל שינוי שנעשה -> גיטהאב ישלח לג׳נקינס טריגר ל-build |
| Pipeline | Build the application. docker build the application and run it(run init.sh) | Build and run the app inside the pipeline. |
| Pipeline Tests | Run django tests and check for 200(OK) responses when trying to access the app. | run “python manage.py test”  inside the container  and curl the app to check if you get OK(200) response |
| Pipeline | If build succeeded:  Push the image new version to artifact registry repository(**The version must be the commit message**) | Use Gcloud to push the new version to the artifact repository in case the build is successful.  Extract and use the new version from the commit message. |
| Pipeline BONUS | Deploy the updated app to production cluster | Integrate jenkins and kubernetes and roll out the new version to production if the build is successful. |
| Pipeline | If build failed:  print “the pipeline failed :(“. | echo “the pipeline failed :(“ when build failed. |
| Pipeline | Always Clean up all resources and workspace when you're done. | In the post - always stage clean all resources:  docker rm  docke rmi  or delete.sh  and  delete all workspace folder content:  rm -rf \* |
| Final Product | Change Application environment to production push the new version, wait for CI to automate deployment and rollout the new version manually | פלואו שלם: 1. לשנות את סביבת העבודה של האפליקציה לproduction.  2. לחכות שהCI/CD BUILD יופעל ,יעבור את כל הבדיקות וידחוף את הגרסא החדשה לartifact repo.  3. לעשות rollout בצורה ידנית לגרסא החדשה שנוצרה. |
| Final Product for those who made the Bonus | Change Application environment to production push the new version,CI/CD is triggered instantly.  build deploys and rolls out the new version automatically. | פלואו שלם: 1. לשנות את סביבת העבודה של האפליקציה לproduction.  2. הCI/CD BUILD יופעל מיד עם דחיפת השינוי(בונוס 1)  3.הbuild יעבור את כל הבדיקות ,ידחוף את הגרסא החדשה לartifact repo ויעשה rollout בצורה אוטומטית לגרסא החדשה שנוצרה. |